**Cypress Woods**

**Computer Science Competition 2016**

1. Problems may be solved in any order you choose. They do not have to be done in order from 1 to 18.
2. All problems are worth 40 points. Incorrect submissions will subtract 5 points from the points rewarded if the problem is submitted correctly. No points are subtracted if the problem is never submitted correctly.
3. There is no extraneous input. All input is exactly as specified in the problem.
4. Unless specified by the problem, integer inputs will not have leading zeroes. Your program should read to the end of file unless otherwise specified.
5. Your program should not print extraneous output. Follow the form exactly as given in the problem.
6. All programs must run under 2 minutes.

|  |  |  |
| --- | --- | --- |
| **Problem Number** | **Problem Name** | **Check Sheet** |
| 1 | 212 |  |
| 2 | Dance Party |  |
| 3 | Fight Club |  |
| 4 | Agent |  |
| 5 | Singing |  |
| 6 | Spencer |  |
| 7 | Agenda |  |
| 8 | Tetrimonium |  |
| 9 | Typing |  |
| 10 | Hacks |  |
| 11 | Letter |  |
| 12 | Dank Numbers |  |
| 13 | Homework |  |
| 14 | Knight |  |
| 15 | Will it Compile? |  |
| 16 | Space |  |
| 17 | Nick Needs A Ride |  |
| 18 | Grader |  |

**1. 212**

# Program Name: twotwelve.java Input File: None

Arami forgot what time it is…. again. So he has contracted you to create a program to remind him what time it is. Print out the elegant 212 shown below (Arami likes elegant things).

**Input**

None

**Example Output to Screen**

\_\_\_\_/\\\\\\\\\\_\_\_\_\_\_\_\_\_\_/\\\\_\_\_\_/\\\\\\\\\\_\_\_\_\_

\_\_/\\\///////\\\\_\_\_\_/\\\\\\\\_\_/\\\///////\\\\_\_\_

\_\///\_\_\_\_\_\_\//\\\\_\_\/////\\\\_\///\_\_\_\_\_\_\//\\\\_\_

\_\_\_\_\_\_\_\_\_\_\_/\\\/\_\_\_\_\_\_\_\/\\\\_\_\_\_\_\_\_\_\_\_\_/\\\/\_\_\_

\_\_\_\_\_\_\_\_/\\\//\_\_\_\_\_\_\_\_\_\/\\\\_\_\_\_\_\_\_\_/\\\//\_\_\_\_\_

\_\_\_\_\_/\\\//\_\_\_\_\_\_\_\_\_\_\_\_\/\\\\_\_\_\_\_/\\\//\_\_\_\_\_\_\_\_

\_\_\_/\\\/\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\/\\\\_\_\_/\\\/\_\_\_\_\_\_\_\_\_\_\_

\_\_/\\\\\\\\\\\\\\\\_\_\_\_\_\/\\\\_\_/\\\\\\\\\\\\\\\\_

\_\///////////////\_\_\_\_\_\_\///\_\_\///////////////\_\_

**2. Dance Party**

# Program Name: Party.java Input File: party.dat

Krish is attending a dance party, Krish is a hardcore break dancer and has sick moves. However, some audiences are more difficult to please than others, so he dances EVEN HARDER. Try to see if Krish can please his audience and get a round of applause in the process.

**Input**

The first integer, n, will represent the number of test cases that follow, every test case has 2 decimals, the first decimal number, e, represents the expectations of the audience. The second decimal, s, represents Krish’s dance skill. If his dance skill is greater than or equal to the audience’s expectations, he impresses the audience.

**Output**

Print out Dance On! if Krish can impress his audience, or print out BOO! if Krish sucks at dancing and can’t impress the audience.

**Example Input File**

4

12.02 50.00

1.00 1.00

52.99 21.10

1.36 888.41

**Example Output to Screen**

Dance On!

Dance On!

BOO!

Dance On!

**3. Fight Club**

# Program Name: Club.java Input File: club.dat

Krish has recently been promoted to leader of a secret underground cult similar to the Illuminati called the Fight Club. As leader, he has tasked you, the newest recruit, to write a program that can print out as many flags as he wants in any size he wants.

**Input**

The first integer, N, will be the number of test cases. Each test case will contain a single integer J, and will always be an odd number.

**Output**

Print out the Fight Club flag, an inverted diamond with diagonal shapes of length J in a square of asterisks with sides of length J+2. Print a single blank line between each flag except after the last case.

**Example Input File**

3

1

3

9

**Example Output to Screen**

\*\*\*

\* \*

\*\*\*

\*\*\*\*\*

\*\* \*\*

\* \*

\*\* \*\*

\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\* \*\*\*\*\*

\*\*\*\* \*\*\*\*

\*\*\* \*\*\*

\*\* \*\*

\* \*

\*\* \*\*

\*\*\* \*\*\*

\*\*\*\* \*\*\*\*

\*\*\*\*\* \*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*

**4. Agent**

# Program Name: Agent.java Input File: agent.dat

ASF Agent Spencer has intercepted the most secret message known to man from the Antarticans (not to be confused with the penguins). Spencer is under immense pressure to crack the code to protect the world from devastation. However, Spencer is on his lunch break. So now it’s up to you to save the world! Or just, you know, not save the world…

**Input**

The first line of input will consist of an integer, n, indicating the number of data sets to follow. Each data set will consist of a phrase that needs to be decrypted. To decrypt the phrase: reverse the phrase. For every third character in the reversed phrase, convert it to binary, count the number of zeroes and add 65, and convert that number to the letter that is associated with that ASCII value.

**Output**

Output the decrypted phrase.

**Example Input File**

4

.1oo taa I

dnair taem

sie o1dil kniN

!t?Hla nata. la sa t?hT

**Example Output to Screen**

I EatFooD.

meEt FriEnd

NiCk DidDo Dis

ThAt Es El CatEn ElHAt!

**5. Singing**

# Program Name: Singing.java Input File: singing.dat

Nick decides to prove his musical talent by taking part in a sing-off. In this contest, there are numerous rounds and each contestant will pick their own song for each round. Although Nick likes a few songs in particular that really put his vocal range to the test, the audience gets irritated when he sings the same song again. In order for a song to count as a duplicate song, it must have the same song name and the same artist.

**Input**

The first line of input will contain a single integer, n, which indicates the number of test cases that follow. Each n lines that follow will contain the name of the artist and the name of the song separated by a hyphen.

**Output**

Output the name of the songs once that are listed more than once in the following format: [Name of Song in all caps] AGAIN?! The songs should be printed in the order of their repeated appearances.

**Example Input File**

10

Smash Mouth - All Star

Europe – The Final Countdown

Smash Mouth – All Star

Smash Mouth – All Star

Rick Astley – Never Gonna Give You Up

Christina Aguilera – Candyman

Milky Chance – Stolen Dance

The Original Broadway cast of Hamilton – My Shot

Europe – The Final Countdown

Rick Astley – Never Gonna Give You Up

**Example Output to Screen**

ALL STAR AGAIN?!

ALL STAR AGAIN?!

THE FINAL COUNTDOWN AGAIN?!

NEVER GONNA GIVE YOU UP AGAIN?!

**6. Spencer**

# Program Name: Spencer.java Input File: spencer.dat

Spencer accidentally deleted his java file, but not before he was able to run it and get the output. He has recently been attacked by a pterodactyl and while on his death bed, wanted you to figure out what his original code was.

**Input**

The first line of input will contain only an integer, n, depicting how many datasets to follow. The next n lines will contain each a list of numbers depicting what Spencer’s output was. The numbers will not contain decimals, and can be stored in an integer.

**Output**

You will output the code that Spencer used to print out his output using the following guidelines:

* The loop Spencer used will always be a for loop.
* The increment variable in the for loop will be identified as x and will be an integer.
* The condition will always be x<= or >= the last number printed number.
* The only things you should change should be the starting value, the ending value, and the increment.
* The inside of the for loop will only contain one line of code, printing out the variable x and a space.
* If incrementing by one, use ++ or --, if not incrementing by one, use +=, -=, /=, or \*=
* Only one operation will happen in each for loop.
* The inside of the for loop will be tabbed over.
* The for loop will always be followed by System.out.println();
* There will always be three or more numbers per test case.
* You will never be incrementing by 0, or multiplying or dividing by 1 or a negative number.
* **The formatting should be exactly the same as the sample output.**

**Example Input File**

4

3 4 5 6 7 8 9

1 2 4 8 16 32

44 22 11 5 2 1

13 9 5

**Example Output to Screen**

for ( int x = 3 ; x <= 9 ; x++ )

{

System.out.print(x+" ");

}

System.out.println();

for ( int x = 1 ; x <= 32 ; x\*=2 )

{

System.out.print(x+" ");

}

System.out.println();

for ( int x = 44 ; x >= 1 ; x/=2 )

{

System.out.print(x+" ");

}

System.out.println();

for ( int x = 13 ; x >= 5 ; x-=4 )

{

System.out.print(x+" ");

}

System.out.println();

**7. Agenda**

# Program Name: Agenda.java Input File: agenda.dat

Huckleberry is now a college student and signed up for more classes than he can handle. He has embarrassed himself too many times by walking into the wrong class at the wrong time. He asks you to create a personal agenda where he can quickly see which classes he has on a given day. The following table describes the keys for each class:

|  |  |
| --- | --- |
| **Key** | **Description** |
| ODD DAYS | This applies if the day is an odd number.  Example: November 3, 2016 |
| EVEN DAYS | This applies if the day is an even number.  Example: November 4, 2016 |
| MONDAYS, THURSDAYS | This applies if the day of week is in the list separated by commas. In this case, a Monday or Thursday. Up to six days can be listed.  Example: July 24, 2017 |
| NOT SUNDAYS, SATURDAYS | This applies if the day of week is not in the list separated by commas. In this case, not a Sunday or a Saturday. Up to six days can be listed.  Example: July 24, 2017 |
| WEEK 3 | This applies if the day is in on the week of the month listed. In this case, the third week of the month.  Example: October 14, 2012 |

**Input**

The first line of input contains a single integer, n, which indicates the number of test cases that follow. For each n cases that follow will have one or more lines will follow containing a name followed by a hyphen and then a key from the table above. Class names may be more than one word and could also contain a hyphen. The one more line will follow that contains a date with a month and a day. If no year after the day is present, assume the year is 2016.

**Output**

Print out what classes Huckleberry has that day in alphabetical order separated by commas. If he has no classes that day, output NONE.

**Example Input File**

4

Class A - ODD DAYS

Class B - MONDAYS, FRIDAYS

Class C - MONDAYS, TUESDAYS

October 10

English - NOT WEDNESDAYS

Calculus - NOT THURSDAYS

Physics - WEEK 1

CompSci - WEEK 2

January 3, 2010

History - EVEN DAYS

December 21, 2012

Disco Class - ODD DAYS

(continued on next page...)

Choir - WEEK 20

December 31, 2016

**Example Output to Screen**

Class B, Class C

Calculus, CompSci, English

NONE

Disco Class

**8. Tetrimonium**

# Program Name: Tetrimonium.java Input File: tetrimonium.dat

Huckleberry, being too good for public education has spent all his time playing Tetris. However, he has been bored the classic 4-block long shapes, also known as polyminos, found in Tetris, having won the high score for the fifteenth time, so he wonders how many shapes exist if he could make them of a different length. To elaborate, polyminos are simply shapes built by tacking identical cubes together edge to edge. Furthermore, a free polymino is one such shape that has no other shape that is a rotation and/or reflection of it. But Huck knows that there could be many shapes if he had more blocks, so he wants them sorted too. Fear not, though, as he has provided a convenient method of sorting them:

* Sort them smallest-first by the areas of the smallest rectangle that could enclose the shape
* If the areas are same, the ones with the least rows should come first
* If the number of rows are still equal, put the ones that have the least columns first
* Otherwise, going from left to right and then from top to bottom, the shape to first have a block filling in a spot where the other doesn’t should come last.

BUT, he’s still not done as he also wants to know the degrees of polyminos which refer to what symmetries shapes have or lack. Shapes only have one degree which is the highest applicable one. The degrees are described as follows:

* Zeroth degree polyminos are completely asymmetrical and have 8 distinct orientations and reflections
* First degree polyminos have 4 distinct orientations and reflections
* Second degree polyminos have two lines of symmetry and have 2 distinct orientations or reflection
* Third degree polyminos have four lines of symmetry and have only 1 distinct orientation or reflection

**Input**

An indeterminate number of lines each containing a single integer representing the length of the polymino to make for that case.

**Output**

For each case, output the distinct orientations and reflections of each free polymino on a single “line” sorted with the above sorting criterion. The ordering of the lines is to be by the first polymino using the exact same sorting criterion. Each set of orientations is to be separated by a single blank line and each orientation by one space. At the end of all the shapes, output the total number of free polyminos and the number of zeroth, first, second, and third degree free polyminos for the given length. Extra spacing at the end of each line or one extra line at the end of the output may be added to the output if desired. Note that O is used to represent a “block” or a filled spot. Numbers are always left-justified.

\*Lookup tables and precomputation are not allowed and judges will verify that your code actually computes the results.

**Constraints**

0 < Number of Blocks < 11

0 < Number of Test Cases < 20

**Example Input File**

2

3

4

(continued on next page...)

**Example Output to Screen**

OO O

O

Total : 1

Degree 0 : 0

Degree 1 : 0

Degree 2 : 1

Degree 3 : 0

OOO O

O

O

O OO O OO

OO O OO O

Total : 2

Degree 0 : 0

Degree 1 : 1

Degree 2 : 1

Degree 3 : 0

OOOO O

O

O

O

OO

OO

O OOO O OOO O OO O OO

OOO O OOO O O O O O

OO O OO O

O OOO O O

OOO O OO OO

O O

OO OO O O

OO OO OO OO

O O

Total : 5

Degree 0 : 1

Degree 1 : 2

Degree 2 : 1

Degree 3 : 1

**9. Typing**

# Program Name: Typing.java Input File: typing.dat

Sammy doesn’t know how to type properly. He can only type predefined patterns and press the backspace key. He can hold the backspace key to delete multiple characters at a time only from the end. At contests his time is limited, so he can only type a few sequences per problem. Any sequence or pressing or holding the backspace key takes 1 second. He must type an entire sequence before moving to the next sequence.

**Input**

The first line contains an integer representing the number of test cases. The first line of each test case is amount of time he has. The second line is integer N, representing the number of sequences he knows. The next N lines are sequences that he knows how to type and the last line is what he wants to type.

**Output**

Output how many possible ways Sammy can type the target sequence within given time.

**Example Input File**

3

5

5

ST

STA

STT

AR

R

STAR

5

5

A

AA

AAA

AAAA

AAAAA

A

4

3

GAA

GG

AG

G

**Example Output to Screen**

258

3091

53

**10. Hacks**

# Program Name: Hacks.java Input File: hacks.dat

Steven is hacking companies and needs help finding which company is the best to hack. Companies often own subsets of other company’s data. You are to determine which companies own enough of another company’s data to essentially own that company.

Company B is considered to be owned by Company A if Company A owns 50% of Company B’s data or if Company A owns other companies that own a total of 50% of Company B’s data. However, the companies do not own themselves unless a cyclical ownership arises where a company owns some company that owns the original.

**Input**

The first line has the number of test cases. The first line of each data set contains integer N, the number of connections in each test case. The next N lines will be formatted A B X. Where A denotes the owning company, B denotes the company owned and X denotes the percentage of data owned. All company names will be named A-Z. Ownerships can be cyclical in nature, and companies can own themselves though companies can only “own” a company once.

**Output**

Print all companies that own other companies in alphabetic order and which companies they own also in alphabetical order.

**Example Input File**

3

6

A B 25

A C 60

A E 30

B E 20

C B 25

C D 50

11

A B 20

A C 50

A D 25

C B 10

C D 25

D B 20

E A 15

F A 10

F E 50

G A 25

G F 50

3

A B 50

A C 25

B C 25

**Example Output to Screen**

A: B C D E

C: D

A: B C D

F: E

G: A B C D E F

A: B C

**11. Letter**

# Program Name: Letter.java Input File: letter.dat

Ra-ul really likes pranking his friends with random letters. Only problem is that Ra-ul sucks at English, writing, creativity, and pranks… Anyway, he needs your help to revise his letters into a form that anyone can understand. This is actually a very simple process as all of Ra-ul’s letters make perfect sense, if and only if, you remove every letter except the third from each line. If the third character from a line does not exist, assume it is a space.

**Input**

The input will consist of a number of lines.

**Output**

Output the 3rd character of each line.

**Example Input File**

Dear Sammy,

You are the only thing that allows me to live. Without you I would be just a stupid little girl. (Will appear on one line)

You are the light at the end of my tunnel and you guide me through. I love you. (Will appear on one line)

From,

Meggie

**Example Output to Screen**

a uu og

**12. Dank Numbers**

# Program Name: dankNums.java Input File: dankNums.dat

Nothing makes Arami happier than those DANK MEMES. Unfortunately, his teammates found out about his plan to insert memes into the programming packet instead of creating an actual programming problem and promptly told him to “git gud” and “make a real problem”. Solving this problem may help cure his crippling depression, so you should probably do it. Or not; it’s up to you.

Given a number K make a 17 x 106 matrix. If the set of points (*x*, *y*) in 0 ≤ *x* < 106 and *k* ≤ *y* < *k* + 17 satisfies the inequality given below, place an asterisk at row Y-K (Y minus K) and column X. If it does not, put a space. In other words, X is the current column and Y is the sum of the current row and the number of the current test case.

![Image result for tupper's self referential formula](data:image/jpeg;base64,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)

Written Form: (same as above)

1/2 < floor(mod(floor(y/17)\*2^(-17\*floor(x)-mod(floor(y), 17)),2))

⌊ ⌋ denotes the floor function, and mod represents the modulo operation.

**Input**

The first number, N, will be the number of test cases. N lines will follow, each containing K, a number.

**Output**

Print out the resulting 17 x 106 matrix (including spaces). Also print a blank line after each test case.

**Example Input File**

3

960939379918958884971672962127852754715004339660129306651505519271702802395266424689642842174350718121267153782770623355993237280874144307891325963941337723487857735749823926629715517173716995165232890538221612403238855866184013235585136048828693337902491454229288667081096184496091705183454067827731551705405381627380967602565625016981482083418783163849115590225610003652351370343874461848378737238198224849863465033159410054974700593138339226497249461751545728366702369745461014655997933798537483143786841806593422227898388722980000748404719 (This will appear as one line.)

11446143048577322873420746886032253602081036176820637725351572728824205319356548595443573778191478330600315648025516347418384227839098139252614970555108049338384907856705947495396329029490965408180552069582726103040 (This will appear as one line.)

6064344935827571835614778444061589919313891311

**Example Output to Screen**

\*\*\* \* \*\*\* \*\*\* \* \*\*\*

\* \* \* \* \* \*

\* \* \* \* \* \* \* \* \*\*\*

\* \* \* \* \* \* \* \* \* \*

\* \* \* \* \* \* \* \* \* \*

\* \* \* \* \* \* \* \* \* \*

\* \* \*\*\*\* \*\*\*\* \* \*\* \* \* \* \*\*\* \*\* \* \* \* \* \* \*\*

\* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \*

\* \* \* \* \* \*\*\*\* \* \* \* \* \* \* \* \* \* \* \* \*\*\*

\* \* \* \* \* \*\*\* \*\*\* \* \*\*\* \*\*\* \* \* \* \* \*\*\* \*\* \* \*\* \* \*

\* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \*\*\*

\* \* \*\* \* \* \* \* \* \* \* \* \*\* \* \* \* \* \* \* \*

\* \* \* \* \* \* \* \* \* \*\*\* \*\*\* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \*

\* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \*

\* \* \* \* \* \* \* \* \* \* \*\*\* \*\*\* \*\*\*\* \*\* \* \* \* \* \* \* \*\* \* \* \* \* \*\*

\* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \*

\* \* \* \*\* \* \* \* \* \* \* \* \*\* \* \* \*

\*\*\*\*\*\*

\*\*

\*\*

\*\*

\*\* \*\* \*\* \*\*\*\* \*\*\*\* \*\*\*\* \*\* \*\*

\*\* \*\* \*\* \*\* \*\* \*\* \*\* \*\* \*\* \*\*\*

\*\* \*\* \*\* \*\* \*\* \*\* \*\* \*\* \*\* \*\*

\*\* \*\* \*\* \*\* \*\* \*\* \*\* \*\*\*\*\*\* \*\*

\*\* \*\* \*\* \*\* \*\* \*\* \*\* \*\* \*\*

\*\* \*\*\*\*\* \*\*\*\*\* \*\*\*\*\* \*\*\*\*\* \*\*

\*\* \*\*

\*\* \*\*

\*\* \*\*

\*\*\*\*\*\*\*\*\*

\* \*

\* \*

\* \*

\* \* \* \*

\* \*

\* \* \*

\* \* \*

\* \* \* \*

\* \*\*\*\*\* \*

\* \*

\*\*\*\*\*\*\*\*\*

**13. Homework**

# Program Name: Homework.java Input File: homework.dat

Meggie is very bad at her homework and has so much that she needs to perform a triage situation on all of it. She needs you to build a sorting program to figure out in which order she needs to do it and which homework she can do with the amount of time and brainpower she has.

**Input**

The first line will contain an integer, n, or the number of datasets that will follow. The first line of each dataset will contain a list of classes Meggie has homework in and their respective averages. There will always be a class name with no spaces followed by a decimal number, which is the class average. There will be a space between the class names and the averages. The next line will have an integer, m, or the number of homework assignments to follow. Each line will contain a homework assignment. The first string is the name of the class that the homework assignment is for. The second string is the name of the assignment. Three integers: b, the amount of brainpower required to complete the assignment, t, the amount of time required to complete the assignment, and w, is the weight of the assignment. After m lines, there will be another line consisting of two integers, x and y, x being the amount of brainpower Meggie has and y, the amount of time Meggie has.

Meggie will sort her homework by the following:

* First by assignment weight, with the larger weight coming before the lower weight.
* If the weights are equal, sort by Meggie’s current average in the class the homework was assigned in, with the lower average prioritized over the higher average.
* If the averages are equal, sort by the amount of time required to finish the assignment, with the smaller time coming before the longer time.
* If the times are equal, sort by the amount of brainpower required. Assignments requiring less brainpower come before assignments requiring more brainpower.
* If the amount of brainpowers required are equal, sort the assignments alphabetically based off assignment names. You may assume that no two assignments will be equal after this condition.

**Output**

Output "DATASET: " followed by the dataset number, starting at 1. Print out all the homework assignments Meggie can finish with the brainpower and the time she has (ordered according to the rules above). If she has no homework assignments for that dataset, do not print anything. Print out a blank line after every dataset, even if there are no homework assignments.

**Sample data and output continued on next page.**

**Example Input File**

3  
Algebra 95.0 Physics 45.7 WorldHistory 85.8

3

Algebra Worksheet1 15 20 1

Physics Project 40 30 3

WorldHistory ReadingNotes 2 20 1

60 60

Spanish 34.5 English 98.0 Algebra 79.6 Geography 86.3

4

Spanish MiSemana 30 7 2

English Essay 20 15 3

Algebra Worksheet 8 5 1

Geography ReadingNotes 60 10 1

43 23

USHistory 24.8 Art 98.0 Physics 99.6 English 56.8 PreCalculus 87.6 Statistics 86.3 CompSci 91.2 (Will be on one line in input file)  
8

Art Portrait 10 10 3

USHistory Essay 20 15 2

PreCalculus Worksheet1 20 15 1

USHistory ReadingNotes 25 10 1

English Article 15 13 2

Physics Graph 10 5 1

Statistics Worksheet2 12 14 2

PreCalculus Worksheet3 13 12 1

55 65

**Example Output to Screen**

DATASET 1

Project

Worksheet1

ReadingNotes

DATASET 2

Essay

MiSemana

DATASET 3

Portrait

Worksheet2

Article

Essay

Graph

**14. Knight**

# Program Name: Knight.java Input File: knight.dat

Walter has recently hacked into the future and discovered Multi-Dimensional Chess™. Walter thoroughly enjoys normal modern chess and thinks he will enjoy this version. However it must first pass a test Walter has devised. If the knight can move throughout the board and land in every space once and only once, Walter will play it, otherwise he won’t.

Given this information it is your job to make a program to determine, with a rectangle of a given size, if it is possible for this process to be completed.

In Multi-Dimensional Chess™ the knight moves two squares in one direction then one in both perpendicular directions.

. . . . . . . . . . . . . . . .  
. . . . . . . . . . . . . . . .  
. . . . . . . . . . . K . . . .  
. . . . . . . . . . . **.** . . . .  
. . K . . . . . . . **.** **.** . . . .  
. . . . . . . . . . . . . . . .  
. . . . . . . . . . . . . . . .  
. . . . . . . . . . . . . . . .

In this example the Knight starts in position (4, 2, 0) and ends in position (2, 3, 1).

Given dimensions of a Multi-Dimensional Chess™ board determine whether or not it is possible for a knight starting in position (0, 0, 0) to move throughout the square land in every position once and only once.

**Input**The first line will contain a single integer N that determines the number of data sets that will follow. The next N lines will contain two integers: R, C, and H. R is the number of rows, C is the number of columns, and H is the height.

**Output**For each data set you will output whether or not it is possible for the Knight starting in position (0, 0, 0) to land in every square exactly once.

**Example Input File**31 1 13 4 32 2 2

**Example Output to Screen**

TrueFalseFalse

**15. Will It Compile?**

# Program Name: Compile.java Input File: compile.dat

The Dulles kids have just realized that they only have one computer running Java 8. As a result, the must figure which problems absolutely have to be graded on the one Java 8 computer so that the contest can proceed as quickly as possible. Make a program to determine if a submitted program has to be graded on the only Java 8 computer.

**Input**

A single integer, N, will be on the first line to indicate the number of java code sets to analyze. The first line of each test case will have, on one line, a single integer, L, for the number of lines in the source code. The next line will contain a valid file name (on windows) for the file of the source code with the extension. The next L lines thereafter will contain the source code that is contained in the file. There will **NOT** be a blank line between cases nor is there a new line at the end of the last line in the data file.

**Output**

Print Great for 8. if the code will compile ONLY in Java 8, output Even for 7. if it will compile in Java 7 and 8, or output Not Punny at All. if the code does not compile at all for Java 7 and 8.

**Constraints**

0 < N < 120

0 ≤ L ≤ 512

The total number of characters in the code (including newlines) will never be greater or equal to 65535 characters.

Code is considered to work for Java 8 if it compiles for “jdk1.8.0\_51” and for 7 if it compiles for “jdk1.7.0\_51”.

**\*Hint\*:** All judges will run windows and have “jdk1.8.0\_51” running and have the “javac” environment variable defined. The JDK will be available for the submissions to use.

**Example Input File**

5

5

A.java

//This is a comment

//And this is a blank class

public class A {

}

7

\_8Only.java

import java.util.function.\*;

public class \_8Only {

public static final void main(String[] args) {

Function<Integer, String> f = x -> "" + x;

System.out.println(f.apply(553));

}

}

7

DoesNotWorkForSoManyReasons.java

public class DoesNotWorkForThisReason {

public ArrayList<Integer> cannotImport = new ArrayList<>();

public void 1)0E51\107WORK ();

{

Function<String, String> ff = x -> x + x;

}

}

(continued on next page...)

8

Really7.java

//import java.util.Function.\*;

public class Really7 {

public static void main(String[] args)throws Exception {

String trick = " Function<Integer, Integer> f = x -> x + 4; \n";

trick = new String(new char[100]).replace("\0", trick);

System.out.println(trick);

}

}

1

A.java

import java.io.\*;import java.util.\*;public final class A{public static final void main(final String[]B)throws Exception{final Scanner C=new Scanner(new File("A.dat"));int D=C.nextInt();while(D-->0){int E=C.nextInt();C.nextLine();new File("Q").mkdir();String H="Q/"+C.nextLine();String G="";while(E-->0)G+=C.nextLine()+'\n';PrintStream F=new PrintStream(H);F.print(G);F.close();Process I=Runtime.getRuntime().exec("javac -source 1.7 "+H);I.waitFor();boolean J=I.exitValue()==0;I=Runtime.getRuntime().exec("javac -source 1.8 "+H);I.waitFor();boolean K=I.exitValue()==0;System.out.println(K?J?"L":"M":J?"N":"O");}}}

(this case is all on one line)

**Example Output to Screen**

Even for 7.

Great for 8.

Not Punny at All.

Even for 7.

Even for 7.

**16. Space**

# Program Name: Space.java Input File: space.dat

After testing his time machine Walter found himself trapped in N-Dimensional Space, and needs help getting out in the shortest amount of time. The space he is trapped in has equal edge lengths. Moving through the 1st dimension costs 1 unit of time. Moving through the 2nd dimension costs 2 units of time. Moving through the Nth dimension costs N units of time. The 1st dimension is defined as the x axis and the 2nd dimension is defined as the y dimension.

**Input**

The first number in the input is the number of test cases. The first and second lines of each test case are the number of dimensions N and the side length of the space S. An N dimensional maze of side length S is represented as S N-1 dimensional segments, and those also are represented as such. The next S ^ (N-1) lines will represent one dimensional segments of the maze. A # represents a wall, S represents the starting position, E represents the ending position and . represents a space that Walter can move to.

**Output**

Print the fastest amount of time that Walter can get to the end of the space

**Example Input File**

3

2

3

S##

...

##E

3

4

##S#

##.#

##.#

##.#

####

####

####

##.#

####

####

####

##.#

##E#

##.#

##.#

##.#

2

10

.#########

E.......##

..###.#.##

..###.#.##

..###.#.##

..###.#.##

......S.##

##########

##########

##########

(continued on next page...)

**Example Output to Screen**

6

21

16

**17. Nick Needs A Ride**

# Program Name: Nick.java Input File: nick.dat

Nick wants to attend computer science club after school, but he doesn’t own a car and his parents have more important things to do than pick him up. He systematically begs every person in computer science for a ride, but everyone is “busy” and unable to take him home. He is allergic to late buses so his only option is to suck it up and walk home. Unfortunately, Nick gets hungry very quickly during physical exertion. He starts his journey with a certain amount of hunger points. Every step he takes reduces his hunger points by a certain amount. Finding a trash can will replenish a specified amount of hunger points, because Nick can nourish himself off the scraps of food inside. If his hunger points ever reach zero, he collapses and doesn’t make it home (unless Nick arrives at home or a fresh trash can at 0 hunger points, then he will survive).

Write a program to figure out if Nick arrives home safely or has to spend the night on the side of the road.

**Input**

The first number, n, will be the number of test cases.

Each test case has 4 integers on the first line, followed by r number of lines.

The first integer of each test case, r, will be the number of rows of the map.

The second integer of each test case, d, will be the amount of hunger subtracted from each step Nick takes.

The third integer of each test case, t, will be the amount of hunger gained upon reaching a new trash can.

The fourth integer of each test case, s, will be the amount of hunger points Nick starts with.

‘S’ marks the school, or Nick’s starting point.

‘H’ marks his house, or Nick’s destination. If Nick arrives at home at 0 hunger points, he will survive.

‘T’s are trash cans, where Nick can replenish his hunger points by t. If Nick arrives at a trash can at 0 hunger points, he will survive. Nick can traverse through trash can tiles. Once a trash can is visited, it will not contain any food left (Nick cannot return to the same trash can and regain health points again).

‘@’s are obstacles that Nick cannot traverse through. The map will always be surrounded by walls.

‘.’s are empty spaces that Nick can travel through.

Nick can only travel north, east, south, or west.

**Output**

If Nick makes it to his house, print out STILL ALIVE. If Nick does not make it to his house, print out RIP IN PEPRI

**Example Input File**

3

4 2 10 30

@@@@@@@

@....S@

@H....@

@@@@@@@

10 5 50 60

@@@@@@@@@@

@@@@@@.....T...@

@...@..........@

@.S.@...........@@@@@@@@@@@

@.................T.@H@..T@

@.....................@...@

@........T...............@

@............@@@@@@@@@@@@

@...........@

@@@@@@@@@@@@

(continued on next page...)

4 2 10 30

@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@

@................T....T......T......T....T....S@

@H....T........................................@

@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@

**Example Output to Screen**

STILL ALIVE

STILL ALIVE

RIP IN PEPRI

**18. Grader**

# Program Name: Grader.java Input File: Grader.dat

Mr. Armstrong, the coach of the amazing Cy-Woods Computer Science team, is assessing how well the members are preparing for written tests. However, manual grading is both tedious and has a high margin of error, so he has hired you to determine whether a particular student will live to see another day, or if Mr. Armstrong will have to bring out his trusted meter stick.

**Input**The first integer will indicate the number of data sets to follow. For each dataset, the first line will be the answer key, a string of letters denoting the right answer. The second line will contain 5 integers, n, r, w, s, and l. n represents the number of student answers to grade, and r, w, and s represent the number of points awarded for a right answer, a wrong answer, and a skip respectively. l represents the minimum score a student can get and pass. The next n lines will contain the student’s name (without spaces) followed by their answers, in the same format as the answer key. A space in the student’s answers denotes a skip. **Output**For each dataset, print out Test #m:, where m is the current dataset number. The next n lines should print out the students sorted by score, and in the case of a tie by name, in the format [Score] : [Name] [Condition], where [Score] is their calculated score, [Name] is their name, and [Condition] is either lives to see another day if they passed or gets the meter stick if they didn’t. A blank line should separate those who passed from those who didn’t and between each data set.

**Example Input File**

2

ACDBEEDACB

5 6 -2 0 30

Walter ACDBEEDACB

Huckleberry ACDBDEDACB

Meggie ACDB ED B

Steven BCDBEEDACB

Sammy FFFFFFFFFF

ABCDDE

2 1 0 0 3

Jimmy ECABDE

Bobathan A CDDE

**Example Output to Screen**

Test #1:

60 : Walter lives to see another day

52 : Huckleberry lives to see another day

52 : Steven lives to see another day

42 : Meggie lives to see another day

-20 : Sammy gets the meter stick

Test #2:

5 : Bobathan lives to see another day

2 : Jimmy gets the meter stick